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#### Abstract

A timetable management system is designed and created to handle as much course data as fed while ensuring the avoidance of redundancy. Every school year, institutions of education face the rigorous task of drawing up timetables that satisfies the various courses offered by the different department. The difficulty is due to the great complexity of the construction of timetables for lectures, due to the scheduling size of the lectures, the high number of constraints and criteria of allocation, usually circumvented with the use of little strict heuristics, based on solutions from previous years. Also, the former timetabling systems did not consider the requests of lecturers as par the time convenient to fix their classes. This work employed Genetic Algorithm to generate timetable for faculty of agriculture courses. The hard, soft and float constraints for the system were formulated. The float constraint was included in hard constraints (system A) and then in soft constraints (system B). The repair strategy is also used for initializing a random population. The system was run with different parameters settings to obtain optimum results. The results of the systems are: SA produced total of 4 soft constraints; SB produced a total of 9 soft constraints while SC produced 15 soft constraints. Thus, the accuracies of SA, SB and SC timetabling systems are $95.8 \%, 89.45$ and $87.2 \%$. This established that the lecturers request should be part of strong constraints for a conflict free timetabling.
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## 1. INTRODUCTION

University course timetabling problems are combinatorial problems, which consist of scheduling a set of courses within a given number of rooms and time periods. Every school year, institutions of education face the rigorous task of drawing up timetables that satisfies the various courses and their respective examinations being offered by the different department. The difficulty is due to the great complexity of the construction of timetables for lectures and examinations, due to the scheduling size of the lectures and examinations periods and the high number of constraints and criteria of allocation, usually circumvented with the use of little strict heuristics, based on solutions from previous years. The lecture timetabling problem is concerned with assigning a set of lecture to a limited number of timeslots, subject to a set of constraints. A critical factor in running a university or essentially an academic environment is the need for a well-planned and clash-free timetable. Back in the times when technology was not in wide use, academic timetables were manually created by the educational center staff (Moreira, 2008).

Nowadays, this process has been simplified by semi-automatic solutions based on timetable generation applications (e.g. Open Course Timetabling). A timetable management system is designed and created to handle as much course data as fed while ensuring the avoidance of redundancy. An educational timetable must meet a number of requirements and should satisfy the desires of all entities involved simultaneously as well as possible. Solutions to timetabling problems have been proposed since the 1980s (David, 1999). Research in this area is still active as there are several recent related papers in operational research and artificial intelligence journals. This indicates that there are many problems in timetabling that need to be solved in view of the availability of more powerful computing facilities and advancement of information technology. It is important to create a balanced lecture timetable which takes into consideration lecture times, lecture venues and courses offered in order to avoid conflicting instances of lecture schedules. Thus, all the timetabling systems developed did not factor the lecturers' requests for convenient lecture time in order to curb incessant lecture postponement and rescheduling of lectures. In achieving this, there is need to test the lecturer's request (which was formulated as float constraint) under hard or soft constraints.

The problem was first studied by (Gotlieb, 1962), who formulated a class-teacher timetabling problem by considering that each lecture contained one group of students, one teacher, and any number of times which could be chosen freely. Since then the problem is being continuously studied using different methods under different conditions. This inadequacy of classical methods has drawn the attention of the researchers towards the heuristic-based non-classical techniques. Worth mentioning non-classical techniques that are being applied to the problem are genetic algorithms (Colorni et al, 1992), neural network (Looi, 1992), and tabu search algorithm (Costa, 1994).. This work adopted Genetic Algorithm in scheduling lectures using a Faculty of Agriculture of an
institution as a case study. Genetic algorithms (GAs) are numerical optimization algorithms that are as a result of both natural selection and natural genetics. The method which is general in nature is capable of being applied to a wider range of problems unlike most procedural approaches. Genetic algorithms help to solve practical problems on a daily basis. The algorithms are simple to understand and the required computer code easy to write. Concisely stated, a genetic algorithm is a programming technique that mimics biological evolution as a problem-solving strategy. Given a specific problem to solve, the input to the GA is a set of potential solutions to that problem, encoded in some fashion, and a metric called a fitness function that allows each candidate to be quantitatively evaluated (Ismaila, et al 2012).

## 2. RELATED WORKS

A few worth mentioning Evolutionary Algorithms, used for the school timetabling problem, are those of Abramson \& Abela, (1992); Piola, (1994) and Bufe et al, (2001). Similarly, EAs, used for the university class timetabling problem, are those of (Carrasco and Pato, 2001), (Srinivasan et al, 2002) and Datta e tal, (2006), modeled the university class timetabling problem as a multi-objective optimization problem, considering different class-structures, such as single-slot, multi-slot, split, combined, open, and group classes. Fang, 1994) investigates the use of genetic algorithms to solve a group of timetabling problems. He presents a framework for the utilization of genetic algorithms in solving of timetabling problems in the context of learning institutions. This framework has the following important points, which give you considerable flexibility: a declaration of the specific constraints of the problem and use of a function for evaluation of the solutions, advising the use of a genetic algorithm, since it is independent of the problem, for its resolution.
In Saptarini et al, authors apply genetic algorithms (GA) to prevent the violation of hard constraints and minimize the violation of soft constraints. The GA in this study distributing population in some groups. The distributed GA generate groups of population and then after each iteration, the migration between groups will be conducted based on given probability of migration. The study shown that the distributed GA succeeds to prevent violation of hard constraints, minimize the soft constraints violation and avoid the premature convergence. While researchers in Chilma et al, (2013).implemented a school day agenda that focused on the learning rhythms of students of elementary and secondary schools using a genetic algorithm. The genetic algorithm evolves through a process of mutation and selection and builds a total solution based on the best solutions for each group. Sixteen groups in a school are tested and the results of class schedule assignments are presented. The methodology developed achieves an improvement of $12 \%$ than traditional algorithms generate schedules. The algorithm shows high stability in the found solutions, ensuring an efficiency of over $92 \%$ in the result obtained in each cycles.

The researchers in Gröbner and Wilke, (2002) presented an approach to generalize all the timetabling problems, describing the basic structure of this problem. Gröbner proposes a generic language that can be used to describe timetabling problems and its constraints. The authors in (Ismaila, et al, 2012) employed genetic algorithm to develop a roster table for physicians/medical doctors of a hospital in Nigeria. The rostering algorithm involves non-cyclic scheduling process, establishment of hard and soft constraints and choosing of befitting genetic algorithm parameters for generating the medical doctor rostering table. The resultant schedules were analysed with soft constraints using degree of satisfaction nature. Fernandes, (2002) classified the constraints of classteacher timetabling problem in constraints strong and weak. Violations to strong constraints (such as schedule a teacher in two classes at the same time) result in an invalid timetable. Violations to weak constraints result in valid timetable, but affect the quality of the solution (for example, the preference of teachers for certain hours). The proposed algorithm, evolutionary, has been tested in a university comprising 109 teachers, 37 rooms, 1131 a time interval of one hour each and 472 classes. The algorithm proposed in resolving the scheduling without violating the strong constraints in $30 \%$ of executions. Moreira, (2008) presented a solution method to the problem of automatic construction timetables for the exams. Among several mathematical models of representation, the final option was for a model matrix, which is justified by the benefits that this model presents when used in the algorithm solution. The method of solution is a meta-heuristics that includes a genetic algorithm. The model is directed to the construction of exam timetables in institutions of higher education. The results achieved in real and complex scenarios are satisfactory; the exam timetabling meets the imposed regulations. However, all the courses timetabling systems developed did not factor the convenience of lecturers in order to curb the incessant lectures postponement or cancelation/rescheduling of lectures. This is due to the fact that lecturers are involved not only in teaching but also in administrative and researches works. Hence the convenience of lecturers is factored into the constraints in this work.

## 3. MATERIALS

### 3.1 Genetic algorithm

Genetic algorithm (GA) is a well-known and frequently used evolutionary computation technique. This method was originally developed by Holland, (1975). The GA is inspired by the principles of genetics and evolution, and mimics the reproduction behavior observed in biological populations.
In GA, a candidate solution for a specific problem is called an individual or a chromosome and consists of a linear list of genes. GA begins its search from a randomly generated population of designs that evolve over successive generations (iterations). To perform its optimization-like process, the GA employs three operators to propagate its population from one generation to another.
> Selection: In which the GA considers the principal of "survival of the fittest" to select and generate individuals that are adapted to their environment.
$>$ Crossover: It mimics mating in biological populations. The crossover operator propagates features of good surviving designs from the current population into the future population, which will have a better fitness value on average.
$>$ Mutation: It promotes diversity in population characteristics. The mutation operator allows for global search of the design space and prevents the algorithm from getting trapped in local minima Dalila,et al, (2015).

The cycle described above is illustrated in Figure 1 (Moreira, 2008).

### 3.2 Constraints

Constraints are relations over problem variables that define the space of solutions by specifying restrictions on the values that the variables may take simultaneously. There are two major constraints viz: hard/strong constraints (are those constraints that must be satisfied by a timetable); and weak/soft constraint (are those constraints that are not necessary for a valid timetable but are required for a good timetable). However, a third constraint is introduced into this work termed "float constraint" which is considered as the constraint that is either weak or strong in formulating timetable constraints. Thus, the requests made by lecturers are considered as float constraint in this work.

## 4. METHODOLOGY

Figure 2 generally describes the methodology employed for generating feasible timetable solution in this work:

## > Data Description

The data was collected from Faculty of Agriculture of a renowned university which has six basic departments. The faculty offers the same courses including practical courses for second year and third year students but relatively different courses for final students. The faculty has eighty-five lecturers including forty-two Professor cadres. Thirty-four lecturers are involved in teaching $2^{\text {nd }}, 3^{\text {rd }}$ and $5^{\text {th }}$ year students from all the departments. The faculty is allocated one lecture theatre of about 1000 seats capacity, three 80 seats capacity halls, one 250 lecture hall, one 150 lecture hall and two 60 capacity laboratories and a big farm land. Each course is being taken by at least three lecturers which cause venue or time clashes.
Analysis of input Data
(a) Course description: Each course is described by four fields viz: Course code, Number of slots, Course Name and Course property
(b) Room description such room is described by four fields viz: Room code, Name, Room type, Room property
(c) Slot description each slot is described by four fields namely Slot code, End time, Start time, Name
(d) Days need no specification and have been built in the code.
(e) Lecturer description: Each lecturer has name tagged.

## > Constraints Formulation

A timetable that satisfies the below stated constraints is a feasible timetable. That a timetable is feasible does not give the assurance that it is good enough to be used. There are many criteria used to ascertain the quality of a timetable, but the only real way to know whether a timetable is good one or not is if it is usable by the department, the faculty and the university.

## Hard Constraints

- All courses are scheduled in blocks of more than one hour, these restrictions must be respected. (HC1)
- No room can occupy more than one lecture at the same time. (HC2)
- No lecturer should have two classes consecutively. (HC3)
- Specifically minimize the use of $1 \mathrm{pm}-2 \mathrm{pm}$ hour slots for tea break every weekday and to allow Muslim prayers on Friday and 3pm-6pm for sports on Wednesdays. (HC4)


## Soft Constraints

- No student should have to take two lectures in an adjacent period except it is necessary.(SC1)
- Lectures should not be slated for practical and farm periods, (SC2)
- For each period in the timetabling, the resources demanded made by the events scheduled for the period must not exceed the resources available, i.e. it is important not to schedule more students in a room than there are desks. (SC3)
- As much as possible, evening lectures starting from 6 pm to 9 pm hours should be assigned to rooms with standby generators so as to minimize loss of lecture hours due to frequent power cuts. (SC4)


## Float Constraint

- Lecturer request to lecture at a particular time is granted.
> Genetic Algorithm Timetable Model
Timetables are randomly selected from the population and used for breeding. No favoritism is given to fitter timetables. A child timetable is breed by performing unity order based on the parents. This means that each parent has an equal chance of providing each gene.
- Representation in Genetic Algorithm

The timetable for a single room is a two dimensional array as shown in table 1 . The timetable for a faculty is therefore collection of room timetables; one for every room in the faculty. Times at which there is no class booked hold a null booking, which has a value of zero.

A Faculty timetable stores information about what days are booked in each room, at hour of the day, on any day of the week. For Genetic algorithms, each of these bookings (or null bookings) is one gene. A timetable also has fields which describe (decode) some aspect of this genetic information. A timetable has a field which stores its cost. It also has fields which stores the number of breaches of each type of hard constraint. A population (or colony) is a collection of timetables. A population is itself a structured type with a number of fields. It contains a pointer to the least costly timetable in the population, (which has, in turn, a pointer to the next least costly).

A colony of creatures is therefore a singly-linked list of structured types (creatures) timetable data (genes) in a three dimensional array. The timetables are kept in order least costly to most costly. This method of gene representation means that it is not possible to have two classes booked to the same room at the same time. As such, there is one less hard constraint to be considered when evaluating timetables.

A slot (timeslot) was used to represent each hour (we assume that time is in an hour), for every room of everyday. Also, we assume that classes cannot begin before 9 am and should finish before or at 9 pm ( 12 hours total) and working days are from Monday to Friday (5 days).

## - Fitness Function

For each chromosome produced, there must be a fitness value which must be assigned to it, in order to know if the chromosome can actually survive the test of time. In order to determine the fitness function, the following procedures are followed:

- Each class can have points between 0 and 3 .
- If lecture is scheduled in classroom with enough available seats, the score is then increased.
- If the entity (student) has no other lecture scheduled for a particular time, the class score is incremented.
- If lecture scheduled for a particular time breaks rule at any time-space slot that it occupies, its score is unchanged for that rule.
- Total score of class schedule is sum of points of all classes.

Fitness value is then calculated as:

$$
\mathrm{F}(\mathrm{x})=(\text { schedule_score/maximum_score }) * 3
$$

Where Maximum_Score $=$ Number of classes $* 3$

## - Reproduction

According to Darwin's theory, the best one should survive and create new offspring. The primary objective of the reproduction is to emphasize good solutions and eliminate bad solutions in a population. Therefore, overall fitness of population becomes better. Reproduction copies good chromosomes from current population to next generation population.

## - Crossover

Crossover (recombination) is inspired by the role of sexual recombination in the evolution of living things. The way crossover operator works are outlined below:

- Copy first timeslot of fittest chromosomes of two parents into offspring.
- Place the remaining lectures from (the first timeslot of second parent to the offspring which does not conflict with already placed lectures).
- Select each timeslot from parent chromosomes and place those lectures in the same timeslot of offspring which have lesser number of violations of third soft constraint.
- Select feasible timeslot and place remaining lectures in it.
- Mutation

Mutation is a genetic operator that is used to alter one or more genes in a chromosome. The effect of mutation is to re-introduce divergence into a converging population. In the latter a Genetic Algorithm run the algorithm may be converging upon a local maximum mutating some chromosome in a way to avoid getting stuck in a local maximum.

## - Repair Strategy

A repair strategy is used which ensures that all classes appear exactly once. For this is done in two stages. Firstly, any class which appears more than once is (non-deterministic) altered such that they appear only once. Secondly, any class which did not appear at all are booked to a spare space (regardless of room size).
If this repair strategy is applied to an empty timetable, the result is a timetable with each booked to random time and place. As such, the repair strategy is also used for initializing a random population. The use of the repair strategy ensures that each class is booked exactly once. Hence, the number of hard constraints which must be considered when timetables are being evaluated is further reduced. It has so far been shown that the hard constraints "classrooms not be doubly booked" and "every class must be scheduled exactly once" have been by non-genetic means.

## > Evaluation

The timetable is evaluated by examining the number of constraint violations and weighting the result. Let C be the set of constraints that must be adhered to. Then for each $c_{j} \epsilon C$, there exist an associated weighting $w_{j}$. Also for each $c_{j} \in C$ let $v\left(v_{j}, t\right)$ be the number of times constraint $c_{j}$ is violated in timetable t . then, the fitness of timetable $\mathrm{t}, \mathrm{f}(\mathrm{t})$, is defined as:
$f(t)=\sum_{j} w_{j} v\left(c_{t} t\right) \ldots \ldots .(1)$
All weightings are positive, so fitness will be 0 when all constraints are satisfied (if that is possible) and greater than 0 otherwise. Appropriate checks for weights will lead to reasonable trade-offs between the different constraints that hopefully will guide evolutionary algorithm towards good timetables.

## 5. Implementation and Results Discussion

The system was developed using C++ programming language. The interfaces of the system that accommodates the program input section is shown in figure 3 while figure 4 was designed for courses input section. The system implementation was divided into three with respect to constraints viz; system A (with float constraint as strong constraint); system B (with float constraint as weak constraint) and system C (absence of float constraint).
Appendix A shows the system output samples which comprises of two schedules, the table to the left is for $2^{\text {nd }} / 3^{\text {rd }}$ year while the table to the right is $5^{\text {th }}$ year students. We assume that the system will produced the same results if combined in the one table.
Assumptions: there is assumption that there is no clashes of any form with any course from other faculties.

## Parameters Settings

The parameters chosen for this problem are as follows:
Population size: 500
Initialization: Random
Selection: Proportional to fitness rank
Crossover probability: 0.65
Mutation probability: 0.5
Repair strategy: Survival of the best $10 \%$ of current population Stopping condition: 4000-20000 generations

As the value of fitness and generation increase, the courses are placed on the timetable and all necessary precautions
are put in place in order to make sure that all constraints both hard and soft are not violated, especially the latter constraint (hard). Also, the existing faculty timetable implementation was monitored for 2015/2016 session in order to note the anomalies like undue postponements, re-scheduling or cancelation of lectures.

The results of the generated timetables by the algorithms are shown in table2, table3 and table4. The results of the systems are: SA produced total of 4 soft constraints; SB produced a total of 9 soft constraints while SC produced 15 soft constraints. However, the SA implementation resulted in re-scheduling of two (2) courses in 500 level, system SB implementation resulted in re-scheduling of five (5) courses in (two courses in 200 level, two courses in 300 level and one course in 500 level) while system SC implementation resulted in re-scheduling of seven courses (three courses in 200 level, two courses in 300 level and two courses in 500 level) and two postponements against existing manual courses timetable that has eight re-scheduling and six postponements of courses at various levels. Thus, the accuracies of SA, SB and SC timetabling systems are $95.8 \%, 89.45$ and $87.2 \%$ respectively while the existing manual timetable with $70.2 \%$ accuracy.

## 6. CONCLUSION

Timetabling problem being the hard combinatorial problem that it is would take more than just the application of only one principle. The timetabling problem may only be solved when the constraints and allocations are clearly defined and simplified thoroughly. In Genetic Algorithm, few periods are used regardless of the number of clashes. Although the manual time-table used by the faculty has undergone various manipulations over the years, it still suffer from some identified factors such as: lecturers having lectures consecutively because more than one lecturers handle a course; students having classes consecutively especially carried over courses; faculty lectures clashes with university classes; small venues allocated to large class etc. some of these were relatively dealt with by the developed GA system. This study was carried out as is to reduce the intense manual effort being put into creating and developing university timetables. The timetable automation system currently is a conceptual work in progress but has the capability to generate near optimal timetables. Thus, the accuracies of SA, SB and SC timetabling systems are $95.8 \%, 89.45$ and $87.2 \%$. This established that the lecturers request should be part of strong constraints for a conflict free timetabling.


Fig. 1. Basic structure of the GA.


Figure 2: Work flow of the Timetabling System


Figure 3: Program Input Section
Figure 4: Course Input Section

Table 1: Example of a single room timetable

| Time/Days | Monday | Tuesday | Wednesday | Thursday | Friday |
| :--- | :--- | :--- | :--- | :--- | :--- |
|  |  |  |  |  |  |

Table 2: Results of generating Timetable (System A)

| GA | SC <br> $\mathbf{1}$ | SC <br> 2 | SC <br> $\mathbf{3}$ | SC4 | Sum of <br> SCs |
| :--- | :--- | :--- | :--- | :--- | :--- |
| Run1 | 2 | 1 | 3 | 3 | 11 |
| Run2 | 1 | 2 | 2 | 2 | 7 |
| Run3 | 1 | - | 2 | 1 | 4 |

Table 3: Results of generating Timetable (SB)

| GA | $\underset{1}{\mathrm{SC}}$ | $\begin{aligned} & \mathrm{SC} \\ & \mathbf{2} \end{aligned}$ | $\underset{\mathbf{3}}{\mathbf{S C}}$ | $\begin{aligned} & \hline \mathrm{SC} \\ & 4 \end{aligned}$ | $\begin{aligned} & \hline \text { SC } \\ & 5 \end{aligned}$ | $\begin{aligned} & \hline \text { Sum of } \\ & \text { SCs } \end{aligned}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Run1 | 2 | 3 | 3 | 2 | 2 | 12 |
| Run2 | 1 | 2 | 2 | 2 | 1 | 10 |
| Run3 | 1 | 2 | 2 | 1 | 1 | 9 |

Table 4: Results of generating Timetable (SC)

| GA | SC <br> 1 | SC <br> 2 | SC <br> 3 | SC <br> $\mathbf{4}$ | Sum of <br> SCs |
| :--- | :--- | :--- | :--- | :--- | :--- |
| Run1 | 4 | 4 | 5 | 5 | 18 |
| Run2 | 3 | 4 | 6 | 4 | 17 |
| Run3 | 4 | 2 | 4 | 5 | 15 |
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Appendix A
Fitness: 1.000000, Generation: 15584


R- Room overlapping S- Seats L-Agric lab GREEN color indicates that requirement is satisfied HATCHED area indicates overlapping of classes at same time and place

